# Part V: Repeatedly carrying out the same set of instructions

In the previous parts, our focus has been on working through the workflow (Figure 5.0) linearly. That is, each operation is performed only once and then the program moves to the next operation. In this part, we start using R to repeatedly carry out one or more operations. Knowing some coding to handle this kind of automation is of course a clear advantage as you will otherwise find yourself repeating the same procedure many times, with clear risk for error.

## Chapter 12. Coding for loops

A for loop is a classic programming structure to repeatedly carry out the same set of instructions. In this chapter we take a look at this feature.

### 12.1 Initialization: data.frame

Before we start coding for loops, we cover how to construct an empty object and then fill it, one part at a time.

Suppose we wish to store information on a variable v1 in a data.frame called dat.

> dat$v1<-1

Error in dat$v1 <- 1 : object ‘dat’ not found

R complains: dat is not defined. You therefore first need to define dat. For example, as an empty data.frame.

> dat=data.frame()

> dat

data frame with 0 columns and 0 rows

> rbind(dat,data.frame(number=c(1,2,3),name=c(“Bob”,”Bob”,”Harriet”)))

number name

1 1 Bob

2 2 Bob

3 3 Harriet

The above tells R that dat is an empty data.frame. You can then use, as before, the functions rbind() or cbind() to add data to this empty data.frame. We can then continue expanding the data.frame dat. Remember that only a data.frame with the correct tags can be added to a data.frame (for more on data.frame see chapter 5.2.4).

> dat<-rbind(dat,data.frame(number=c(4,5,6),name=c("Jim","Alice","Bob")))

> dat

number name

1 1 Bob

2 2 Bob

3 3 Harriet

4 4 Jim

5 5 Alice

6 6 Bob

### 12.2 Initialization: list

We have encountered a list when using tapply() and in improving the axes of barplot() and plot() in chapter 8. A list is very flexible in storing information, even more flexible than a data.frame. It can contain various pieces of information. For example, a vector, matrix and data.frame

> myList<-list(

+ myVec=c(1,2,3)

+ , myMat=matrix(c(1,2,3,4),2,2)

+ , myDf=data.frame(students=c("Bill","Miranda","Laura"), ages=c(22,21,19)))

> myList

$myVec

[1] 1 2 3

$myMat

[,1] [,2]

[1,] 1 3

[2,] 2 4

$myDf

students ages

1 Bill 22

2 Miranda 21

3 Laura 19

> str(myList)

List of 3

$ myVec: num [1:3] 1 2 3

$ myMat: num [1:2, 1:2] 1 2 3 4

$ myDf :'data.frame': 3 obs. of 2 variables:

..$ students: chr [1:3] "Bill" "Miranda" "Laura"

..$ ages : num [1:3] 22 21 19

We can index a list by using $ and the tag name or by using double square brackets [[ ]] instead of single square brackets []), but otherwise following the same logic as for other classes

> myList$myMat

[,1] [,2]

[1,] 1 3

[2,] 2 4

> myList[[”myMat”]]

[,1] [,2]

[1,] 1 3

[2,] 2 4

> myList[[2]]

[,1] [,2]

[1,] 1 3

[2,] 2 4

To initialize, you may specify an empty list and fill this list with your information. Afterwards the list can be coerced to a data.frame. For example,

> #empty list

> dat2=list(number=NULL,name=NULL)

> dat2

$v1

NULL

$v2

NULL

> #and add

> dat2$number=c(1,2,3)

> dat2$name=c("Bob","Bob","Harriet")

> dat2

$number

[1] 1 2 3

$name

[1] "Bob" "Bob" "Harriet"

> #and expand

> dat2$number=c(dat2$number,c(4,5,6))

> dat2$name=c(dat2$name, c("Jim","Alice","Bob"))

> dat2

$number

[1] 1 2 3 4 5 6

$name

[1] "Bob" "Bob" "Harriet" "Jim" "Alice" "Bob"

The above uses NULL (chapter 1.5) to define dat2$number and dat2$name as elements in a list that are empty. After defining, information can be added. The list dat2 can be easily coerced into a data.frame

> #make into data.frame

> dat2<-data.frame(dat2)

> dat2

number name

1 1 Bob

2 2 Bob

3 3 Harriet

4 4 Jim

5 5 Alice

6 6 Bob

In chapters 12.1 and 12.2, two possible variants are demonstrated to initialize and add information sequentially, but there are other approaches. It depends on what you want to do which option to use.

### 12.3 Loop

Often you want to repeat the same operation a number of times. The classical programming structure for doing this is a so-called for loop. The coding of a for loop is here approached in small steps. In general, this is how you should approach coding such complicated procedures.

Let’s assume we have data on 2 sites

> dat.sites=data.frame(site=c("A1","A1","A2","A2","A2"),x=c(2,3,3,4,3),y=c(1,12,3,8,9))

> dat.sites

site x y

1 A1 2 1

2 A1 3 12

3 A2 3 3

4 A2 4 8

5 A2 3 9

The objective is to produce a data.frame that holds the mean for each variable for each site using a for() loop. In general, a for loop will repeat the same instructions for as many times as is specified. To work ourselves towards the for loop, it is clever to start by coding one step at a time. The first step is to figure out how to perform the operation we want to code for the first site in a way that is as general as possible.

Let’s start by creating a vector that contains all the sites

> sites<-c(“A1”,”A2”)

[1] "A1" "A2"

Then, we work out how to handle the first site. To filter the data only for the first site, subset() can be used

> MySubset<-subset(dat.sites,site==sites[1]) #only date on the 1-th site

> MySubset

site x y

1 A1 2 1

2 A1 3 12

and the mean can be calculated for each variable

> mean(MySubset$x)

[1] 2.5

> mean(MySubset$y)

[1] 6.5

and all the above can of course be entered into a data.frame

> data.frame(site=sites[1]

+ ,mean.x=mean(MySubset$x)

+ , mean.y=mean(MySubset$y))

site mean.x mean.y

1 A1 2.5 6.5

The above is coded sufficiently general to repeat for the second site, only by changing one number. Below only the indexing of sites is changed from 1 to 2.

> #for first site

> MySubset<-subset(dat.sites,site==sites[1]) #only date for the 1st site

> data.frame(site=sites[1] #only date for the 1st site

+ ,mean.x=mean(MySubset$x)

+ , mean.y=mean(MySubset$y))

site mean.x mean.y

1 A1 2.5 6.5

> # we can repeat this procedure for the second site just by changing one number

> MySubset<-subset(dat.sites,site==sites[2]) #only date on the 2-nd site

> data.frame(site=sites[2] #only date on the 2-nd site

+ ,mean.x=mean(MySubset$x)

+ , mean.y=mean(MySubset$y))

site mean.x mean.y

1 A2 3.333333 6.666667

Now we are ready for the for loop! A for loop for the above coded case has the syntax

for (i in 1:2) {CODE}

The loop will re-run the code written between the curly brackets ({CODE}) for as many times as is specified in the for command. For the above, there are 2 sites, which are given as the vector 1:2 and the index, arbitrarily called i is said to be “in” this vector. As a consequence, in the first “round” of the for loop, i is 1, and in the second “round” i will be 2. After that, the for loop is ready and the script continues after the closing curly bracket }. The code developed above already does this. It can be coded explicitly using the index as

> # -- first round of "loop"

> i=1

> MySubset<-subset(dat.sites,site==sites[i]) #only date on the i-th site

> data.frame(site=sites[i]

+ ,mean.x=mean(MySubset$x)

+ , mean.y=mean(MySubset$y))

site mean.x mean.y

1 A1 2.5 6.5

> # -- second round of "loop"

> i=2

> MySubset<-subset(dat.sites,site==sites[i]) #only date on the 2-nd site

> data.frame(site=sites[i]

+ ,mean.x=mean(MySubset$x)

+ , mean.y=mean(MySubset$y))

site mean.x mean.y

1 A1 3.333333 6.666667

As we are repeating this calculation of the mean for each site, one by one, we need to store each value. One alternative to storing your data in a data.frame is to initialize sites.means as an empty data.frame, and then fill it with the information needed using rbind(). The need of first defining sites.means as an empty data.frame and then fill it was covered in chapter 14.1. The above can hence be modified to

> sites.means=data.frame()

> # -- and again our explicitly coded loop but now r-binding

> # -- first round of "loop"

> i=1

> MySubset<-subset(dat.sites,site==sites[i]) #only date on the i-st site

> sites.means<-rbind(sites.means,data.frame(site=sites[i]

+ ,mean.x=mean(MySubset$x)

+ , mean.y=mean(MySubset$y)))

> # -- second round of "loop"

> i=2

> MySubset<-subset(dat.sites,site==sites[i]) #only date on the i-th site

> sites.means<-rbind(sites.means,data.frame(site=sites[i]

+ ,mean.x=mean(MySubset$x)

+ , mean.y=mean(MySubset$y)))

> sites.means

site mean.x mean.y

1 A1 2.500000 6.500000

2 A2 3.333333 6.666667

The script above is an explicitly coded for loop. It has a colouring scheme to illustrate that the exact same lines of coding are repeated (the code in brown above), and the only aspect that has changed is the value of i. Thus, we can now place this as CODE within the for (i in 1:2) {CODE} loop which then repeats the CODE (brown coloured code) for the different values of i, analogous to what is coded explicitly above.

> # for loop filling empty data.frame

> # which are the sites. This needs to be defined beforehand

> sites<-unique(dat.sites$site)

> # define an empty data.frame to hold the data

> sites.means=data.frame()

> for (i in 1:length(sites)) {

+ MySubset<-subset(dat.sites,site==sites[i]) #only date on the i-th site

+ sites.means<-rbind(sites.means

+ , data.frame(site=sites[i]

+ , mean.x=mean(MySubset$x)

+ , mean.y=mean(MySubset$y)))

+ }

> sites.means

site mean.x mean.y

1 A1 2.500000 6.500000

2 A2 3.333333 6.666667

The above uses a loop for (i in 1:length(sites)) { CODE } to repeat what is the “CODE” for each value of i. The value of i is stated to be “in” the vector 1:length(sites) which is the vector 1:2 as there are 2 unique sites (i.e. A1, A2).

Let’s look once more at how the for loop works. In the first round, i = 1, each line of code between the curly brackets printed in brown colour above is processed until the closing curly bracket. The program then starts again from the beginning, but now in this second round, i = 2. After the 2nd time this for() loop stops since i was specified to run from 1 to 2; the program hence continues with the next line after the closing curly bracket. In general, of course, the for() loop can be repeated as many times as needed.

In the code above, the for() function is used in a “classic” fashion (for i in 1:length(sites))) in which an index number, arbitrarily called i , is allowed to vary from 1 to as many sites as there are. The identity of the site is then identified by using the index number, thus specifying sites[i], meaning that in the first round we are considering sites[1] and in the second round of the loop, we are considering sites[2], etc. Such a construction is not necessary in R. This is because the for function already implies to R that we have a vector and that we assign the consecutive values of this vector to i. In the above code, the vector is 1:length(sites). Alternatively, we can use the vector sites, and assign its consecutive values to i; in which case i is first assigned “A1”, then “A2”. Using this formulation, we would not need to identify the specific site as sites[i], but would use i instead. This second approach is provided below, but note that to avoid confusion with the example above the code below does not use i, but assign to s the consecutive entries in the vector sites. Script would look like

> #as above but using vector directly

> sites.means=data.frame()

> for (s in sites) {

+ MySubset<-subset(dat.sites,site==s)

+ sites.means<-rbind(sites.means

+ , data.frame(site=s

+ , mean.x=mean(MySubset$x)

+ , mean.y=mean(MySubset$y)))

+ } #for s

> sites.means

site mean.x mean.y

1 A1 2.500000 6.500000

2 A2 3.333333 6.666667

These two implementations work otherwise the same and it is a matter of taste how you do it.

Lastly, please note that this example is simply meant to illustrate a for() loop. It codes what of course can be easily done in a single line using e.g. aggregate().

> sites.means.aggregate<-aggregate(cbind(X,Y)~site, dat, mean)

### 12.4 Example of a for() loop in repeatedly plotting

A for() loop is used to repeat what is between the curly brackets. We can for example create a plot of y against x in dat.sites for each site

> layout(matrix(c(1,2),1,2))

> for (s in unique(dat.sites$site)) {

+ plot(y~x, data=subset(dat.sites,site==s),ylim=c(0,15),xlim=c(0,15),main=paste("site",s))

+ }

which produces a plot with two panels (Figure 14.1). In the above the two-panel plot is specified using the function layout(), and the function paste() is used to define the plot’s main title to be printed.

![](data:image/png;base64,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)

*Figure 14.1. Two plots in one panel of data in* dat.sites *per site made using a for loop*

### 12.5 Example of a for loop and logical operator

Let’s return to the data.frame dat

> dat

number name

1 1 Bob

2 2 Bob

3 3 Harriet

4 4 Jim

5 5 Alice

6 6 Bob

Suppose we want to use a for loop to extract the minimal value in dat$number for each unique entry in dat$name. As there is multiple times the same element “Bob” in dat$name, we first need to compile the unique entries.

> unique.names<-unique(dat$name)

> unique.names

[1] “Bob” “Harriet” “Jim” “Alice”

We then can find the elements in dat$number that belong to each unique element in dat$name. Say, we start with the first one

> # find the rows with the first unique value

> index=which(dat$name==unique.names[1])

> index

[1] 1 2 6

> # the minimum value in dat$number that belong to unique.names[1]

> min(dat$number[index])

[1] 1

We have now worked out how to obtain the minimal of the dat$number values belonging to the first unique element in dat$name. The above can be placed in a for loop to carry out the same procedure repeatedly.

> #above in a for loop

> #define empty data.frame to hold the results

> minimum.values<-data.frame()

> for (n in unique.names) {

+ index=which(dat$name==n)

+ minimum.values<-rbind(minimum.values

+ , data.frame(u.name=n, min.val=min(dat$number[index])))

+ }

> minimum.values

u.name min.val

1 Bob 1

2 Harriet 3

3 Jim 4

4 Alice 5

Again, this example is to explain the logic of a for() loop. The same can be coded easily using aggregate().

> aggregate(number~name, dat,min)

name number

1 Bob 1

2 Harriet 3

3 Alice 5

4 Ji m 4

These examples illustrate the coding of a for() loop, but they also highlight that R has powerful functions to repeatedly carry out instructions that we have become familiar with in earlier parts. These examples also demonstrate a division in programming “style”. At this point, however, the main interest is in becoming more familiar with how for() loops work.

## Chapter 13. Array and tabulation

In the R Workflow of this course, tabulation is included in analyses (set of operations 4, Figure 5.0). Tabulation is required for many statistical analyses, but it is also a powerful way to describe and to some extent check your data. Array is a class of object that quickly becomes relevant with tabulation of data with more than 2 levels. In this chapter we start by looking at array and then continue with tabulation and cross-classification of data.

### 13.1 Array

A vector has one dimension, and a matrix has two dimensions. An array is a general extension of this same concept to *n*-dimensions. For example a 3-dimensional array can be thought of as matrices (rows and columns) stacked on top of each other. In >3 dimensions, my imagination does not accommodate visualization anymore, but R is happy to accept it. For example, an array consisting of NA values in 4 dimensions

> array(NA, dim=c(2,2,2,2))

, , 1, 1

[,1] [,2]

[1,] NA NA

[2,] NA NA

, , 2, 1

[,1] [,2]

[1,] NA NA

[2,] NA NA

, , 1, 2

[,1] [,2]

[1,] NA NA

[2,] NA NA

, , 2, 2

[,1] [,2]

[1,] NA NA

[2,] NA NA

In the above, the first two dimensions are row and column (2 rows and 2 columns). The third and fourth dimension of this array each also hold two “layers”. These are printed above as “,,1,1” for the rows and columns in the first layer of the third dimension and first layer of the second dimension. Similarly “,,2,1” prints the rows and columns of the second layer for third dimension and the first layer for the fourth dimension, and so on. Similar to vector and matrix, an array is either filled with numbers or with characters, but not a combination of the two. One way to fill the array is by indexing

> myArray<-array(NA, dim=c(2,3,2))

> myArray[,,1]<-matrix(c(1,2,3,4,5,6),2,3,byrow=TRUE)

> myArray[,,2]<-matrix(6+c(1,2,3,4,5,6),2,3,byrow=TRUE)

> myArray

, , 1

[,1] [,2] [,3]

[1,] 1 2 3

[2,] 4 5 6

, , 2

[,1] [,2] [,3]

[1,] 7 8 9

[2,] 10 11 12

The above thus first defines an empty array and then fills it with two matrices consisting of two rows and three columns “stacked” in the third dimension.

### 13.2 Function apply()

The function apply() follows a similar logic as tapply(). However, instead of specifying as the second argument for which subsets a function is to be applied, apply() asks for the dimension (1 = row, 2 = column, 3 = 3rd dimension, etc) over which a function is to be applied. This function works well for example when we have a matrix or an array. For example, we have an array filled with numbers

> myArray<-array(NA, dim=c(2,3,4))

> myArray[,,1]<-matrix(c(1,2,3,4,5,6),2,3,byrow=TRUE)

> myArray[,,2]<-matrix(2+c(1,2,3,4,5,6),2,3,byrow=TRUE)

> myArray[,,3]<-matrix(4+c(1,2,3,4,5,6),2,3,byrow=TRUE)

> myArray[,,4]<-matrix(6+c(1,2,3,4,5,6),2,3,byrow=TRUE)

> myArray

, , 1

[,1] [,2] [,3]

[1,] 1 2 3

[2,] 4 5 6

, , 2

[,1] [,2] [,3]

[1,] 3 4 5

[2,] 6 7 8

, , 3

[,1] [,2] [,3]

[1,] 5 6 7

[2,] 8 9 10

, , 4

[,1] [,2] [,3]

[1,] 7 8 9

[2,] 10 11 12

Now we want to calculate the number of values larger than 3 along different dimensions.

> myArray>3

, , 1

[,1] [,2] [,3]

[1,] FALSE FALSE FALSE

[2,] TRUE TRUE TRUE

, , 2

[,1] [,2] [,3]

[1,] FALSE TRUE TRUE

[2,] TRUE TRUE TRUE

, , 3

[,1] [,2] [,3]

[1,] TRUE TRUE TRUE

[2,] TRUE TRUE TRUE

, , 4

[,1] [,2] [,3]

[1,] TRUE TRUE TRUE

[2,] TRUE TRUE TRUE

> apply(myArray>3,1,sum)

[1] 8 12

> apply(myArray>3,2,sum)

[1] 6 7 7

> apply(myArray>3,3,sum)

[1] 3 5 6 6

Thus, using apply() to sum the number of values larger than 3 across the first dimension – apply(myArray>3,1,sum) - computes the total for each of the two rows across all other dimensions. Using apply() to sum the number of values larger than 3 across the second dimension – apply(myArray>3,2,sum) - computes the total for each of the three columns across all the dimensions in the array, and apply(myArray>3,3,sum) sums up values for each of the four layers in the 3rd dimension across all other dimensions. You can check this by counting the number of values that are TRUE for each of these dimensions above.

Remember: Working with a member in the apply() family requires functions. You can use one of R’s own functions, you can combine e.g. two functions in an anonymous function or you can write out your own function (topics covered in chapter 9. As we have seen before, all functions in the apply() family allow one to include additional arguments that are passed to the function called within apply.

### 13.3 Factorial data: Tabulation using table()

An array is often produced when tabulating data with many factors. Data often is factorial, meaning there are categories, which may be ordinal (i.e. there is an order e.g. small to large) or nominal (i.e. no order e.g. “red”, “brown”). We have already looked at tapply() and aggregate() as examples of functions used to analyze this type of data when summarizing information per level of a factor. In statistical applications, tabulation also is a basic tool for processing data prior to contingency testing (chi-square and higher dimensional contingency tables). Tabulation of multiple factorial variables can also be used for investigating sample sizes for each cross-categorical level in your data. Data exploration is an important aspect of all analyses. Essentially your analyses should start with you providing a description of your data which serves as a check for yourself but is also something that should be reported. The functions table(), xtabs() and split() are useful to this end.

The function table() will tabulate the numbers of observation for factorial levels in the data. For example,

> df3<-data.frame(individual=c(“ID1”,”ID1”,”ID2”,”ID2”,”ID3”), col=c(“blue”,”blue”,”blue”,”green”,”green”),habitat=c(“bush”,”field”,”field”,”bush”,”field”))

> df3

individual col habitat

1 ID1 blue bush

2 ID1 blue field

3 ID2 blue field

4 ID2 green bush

5 ID3 green field

> df3.tab<-table(df3)

> df3.tab

, , habitat = bush

col

individual blue green

ID1 1 0

ID2 0 1

ID3 0 0

, , habitat = field

col

individual blue green

ID1 1 0

ID2 1 0

ID3 0 1

> class(df3.tab)

[1] “table”

Thus, table() is used to tabulate (i.e. return the summed count of the number of cases) in a data.frame in the order of the variables in the data.frame provided. In the above example, it therefore returns what is in effect an array with in the order they appear: (1) individual in 1st dimension (row), (2) colour in 2nd dimension (column) and (3) habitat in the third dimension. We can use subset() or indexing to alter what we give to table() and hence what we get. For example, total number of cases per habitat (in rows) and colour (in columns):

> table(subset(df3,select=c(habitat,col)))

col

habitat blue green

bush 1 1

field 2 1

Alternatively, we can further process the df3.tab object produced above by the call to table(). This object resembles an array –like object (technically it is of class table). For example, to get the sample sizes break-down for the cross-classified categories

> colSums(df3.tab)

habitat

col bush field

blue 1 2

green 1 1

### 13.4 Tabulation using xtabs()

The function xtabs() is a flexible function for cross tabulation that uses the formula formulation, as we have used for aggregate(). Cross tabulation counts the number of cases for combinations of factorial levels in your data. The formula specifies which factors are to be cross tabulated. A formula object always includes the tilde ~ and one then needs to specify for which data the required formula is to be used. Many functions in R accept arguments as a formula object.

When using xtabs(), it is possible to specify the formula both in the format y ~ x + z to sum up variable y for each level of the factors x and z, as well as to specify ~x + z to tabulate (i.e. break down the sample sizes) for combinations of factor x and z. For example, the above detailed break down of cases per habitat and colour

> xtabs(~habitat+col,df3)

col

habitat blue green

bush 1 1

field 2 1

or to compute per individual what habitat they were recorded in

> xtabs(~individual+habitat,data=df3)

habitat

individual bush field

ID1 1 1

ID2 1 1

ID3 0 1

Which variable is placed in which dimension in the output of xtabs() follows the order in which the variables are specified (1st variable in 1st dimension, 2nd in 2nd, etc.).

All of the above tabulations are of course equivalent to using the functions tapply() or aggregate() to compute sample sizes as introduced earlier

> tapply(df3$individual,list(df3$col,df3$habitat),length)

bush field

blue 1 2

green 1 1

> aggregate(individual~habitat+col,df3,length)

habitat col individual

1 bush blue 1

2 field blue 2

3 bush green 1

4 field green 1

which produce an object of class array and class data.frame respectively.

For another example we can suppose we have data on the number of parasites of the individuals (i.e. not a factor) which is added to our data. Now, xtabs() can be used to compute the total number of parasites recorded for different combinations of the factorial variables.

> df3$parasites<-c(1,2,5,0,6)

> xtabs(parasites~col+habitat,data=df3)

habitat

col bush field

blue 1 7

green 0 6

Cross tabulation, because of its formula, presents an intuitive approach to quickly sum cases belonging to specific categories, which is typically handy to investigate how e.g. sample sizes or other variables that can be summed break down across different categories. Again, also tapply() and aggregate() or other functions can be used to sum. The main difference is that table(), xtabs() and also tapply() produce an “array-like” object (potentially multidimensional), whereas aggregate() produces a data.frame. Within the functions producing an “array-like” object, tapply() will state if specific cross-classified statistics are not available (NA), whereas table() and xtabs() will not do so. In some cases, this seemingly subtle distinction can be important. For example,

> tapply(df3$parasites, list(df3$individual,df3$col,df3$habitat),sum)

, , bush

blue green

ID1 1 NA

ID2 NA 0

ID3 NA NA

, , field

blue green

ID1 2 NA

ID2 5 NA

ID3 NA 6

From the above, it is clear that tapply() produces NA instead of 0 for combinations that do not exist in the data. That is, there are zero parasites for individual ID2 which has green colour and is in the habitat bush. In contrast, xtabs() will produces 0 to both indicate that 0 parasites were observed (for cross-classification ID2, green, bush) as well as when the cross-classification contains no data (NA above in the call to tapply(), but these are also zeros below in the call to xtabs()).

> xtabs(parasites~individual+col+habitat,df3,addNA = T)

, , habitat = bush

col

individual blue green

ID1 1 0

ID2 0 0

ID3 0 0

, , habitat = field

col

individual blue green

ID1 2 0

ID2 5 0

ID3 0 6

The function aggregate() will produce a 2-dimensional data.frame object, as illustrated by specifying the above breakdown using aggregate()

> aggregate(parasites~individual+col+habitat,data=df3,sum)

individual col habitat parasites

1 ID1 blue bush 1

2 ID2 green bush 0

3 ID1 blue field 2

4 ID2 blue field 5

5 ID3 green field 6

where also aggregate() produces only zeros for cross-classified cases for which there is data and thus really are zero. As a further consequence, aggregate() will not necessarily report all possible cross classifications, as in the second example above.

Care is also required when there are missing values (NA) on some levels of the cross classification you are interested in. For example, consider a data.frame with count of ticks made on 3 different individuals in 2 different patches of forest.

> #xtabs with characters

> df.ticks.char<-data.frame(ind=c(rep("ind1",2),rep("ind2",2),rep("ind3",2)),patch=rep(c(1,2),3),n.ticks=c(1,1,2,NA,NA,NA),stringsAsFactors = F)

> df.ticks.char

ind patch n.ticks

1 ind1 1 1

2 ind1 2 1

3 ind2 1 2

4 ind2 2 NA

5 ind3 1 NA

6 ind3 2 NA

> xtabs(n.ticks~ind+patch,df.ticks.char) #individual 3 is dropped

patch

ind 1 2

ind1 1 1

ind2 2 0

In the above, the individidual ID (ind) is a character vector. As we saw above, xtabs() here reports there were no ticks on individual ind2 in patch 2 although in fact the value was missing (NA). Furthermore, using xtabs() to sum the number of ticks for each individual in each patch will ignore individual ind3 as the number of ticks on this individual always was a missing value. In cases where it is important to include all the levels of a factorial variable in the cross classification, the variable has to be specified to be a factor. This is because for a factor, xtabs() will report the cross classification for each level of the factor. Hence,

> #xtabs with factors

> df.ticks.fac<-data.frame(ind=c(rep("ind1",2),rep("ind2",2),rep("ind3",2)),patch=rep(c(1,2),3),n.ticks=c(1,1,2,NA,NA,NA),stringsAsFactors = T)

> df.ticks.fac

ind patch n.ticks

1 ind1 1 1

2 ind1 2 1

3 ind2 1 2

4 ind2 2 NA

5 ind3 1 NA

6 ind3 2 NA

> xtabs(n.ticks~ind+patch,df.ticks.fac) #individual 3 is not dropped

patch

ind 1 2

ind1 1 1

ind2 2 0

ind3 0 0

Here, again, xtabs() will consider NA to be 0. However, when ind is defined as a factor, also ind3 which has only NAs (missing values) as the number of ticks will be included in the cross tabulation (instead of being excluded when ind is not a factor). Computing the total of ticks while allowing NA changes the output in such a way that all levels are specified and missing values are left blank.

> xtabs(n.ticks~ind+patch,df.ticks.char,na.action=na.pass) #individual 3 is dropped

patch

ind 1 2

ind1 1 1

ind2 2

ind3

This is a fairly detailed and exhaustive overview of tabulation. As is typical for R, it is clear that there are multiple solutions possible, allowing you as user to choose the format most useful to your need. The important aspect to keep in mind is of course that these different options may or may not produce different answers. Care is therefore needed to check that the answer you obtain makes sense given the data. For large datasets this is very difficult and it is good to check your code using a subset of the data.

### 13.4 Exercises part V

**Exercise V.1**

The file “dynamics.txt” contains results of 1000 simulations (rows) of population size over 100 years (in columns)

(a) Read in this information into R

(b) calculate the expected population size (i.e. the mean) for each of the 100 time steps

(c) plot the trajectory of the mean population size over time as good as you can

(d) Use the function quantile() to calculate the lower and upper quantiles that contain 95% of values over all 1000 simulations for each of the 100 time steps

(e) use the function polygon() to plot both the “envelope” in which 95% of simulated values lie as well as the mean, as in the following plot

![](data:image/png;base64,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)

TIP: A number of functions draw or add things to your plot (like arrows, polygon, lines, text, segments, axis, …), but they all require that the plotting space is defined first using a plot command.

TIP2: The function polygon() will draw a line following the series of x and y coordinates in the order that you provide these coordinates to the function polygon(). In other words, it is conceptually like you are drawing it with a pencil in one go without taking the pencil from the paper.

**Exercise V.2**

Read in the datafile “PopData” which contains counts of winter nests of beavers in Finland per municipality. The counts are made every third year, but are not always performed

1. How many counts are there per municipality? make a histogram of the number of counts
2. Plot the dynamics as a line with dots for the municipality Virrat. TIP: the function sort() or order() can be useful in making sure the data is in chronological order
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1. Code a for loop to plot the dynamics of any six municipalities in a single plot with 6 panels with the name of the municipalities chosen printed above the plot. For the municipalities c(“Asikkala”, “Paltamo”, ”Padasjoki”, “Jyvaskyla”, ”Loppi”, ”Kannonkoski”) the following output should be produced
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**Exercise V.3**

The zipped folder “outputData” contains files. Each file is named by the site and contains measures of that site.

Unzip all these files in a separate directory.

Write a script that reads in all files into R and calculates for each site the mean value as well as the number of measures taken. The function dir() will produce a vector with all file names in your working directory. Your code should produce a data.frame site.data that looks like

> head(site.data)

site meanValue n

1 Site1 38.888553 288

2 Site10 17.239733 254

3 Site100 12.466849 226

4 Site1000 7.410668 269

5 Site101 11.737528 312

6 Site102 24.510496 326

Code the plotting of a histogram of all means and sample sizes that looks like this:
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As always. Approach the solution in steps. dir() will produce a vector with all file names in your working directory. Start by coding reading in one file from that vector with filenames, and calculating the desired parameters. Then figure out how to add one more to this, and finally place in a for() loop.

**Exercise VI.4**

The file"DataBlueTits.csv" contains the variables: 1. Ring (ID code of each individual; the ID consists of a unique combination of numbers and letters), 2. Year (year the individual was caught), 3. Tarsus (a measure obtained on that individual when it was caught, although sometimes this measure was forgotten = NA).

Use this data to:

a) Perform a basic check of the data import

b) Tabulate for each individual (Ring) whether it was caught (1) or not (0) in each year

c) Use the tabulation you created in (b) to compute the number of years each individual was caught at least once and make a histogram of this information as well as a data.frame that should look like:

n.years frequency

1 1103

2 323

3 153

4 60

5 23

6 5

7 1

Thus, 1103 individuals were caught only in one year, 323 were caught in two years, etc. Note that individuals may have been caught several times in one year, but in the above table this is counted still only as one catch for that year. Observe that when you make a histogram, you also obtain the above information.

**Exercise VI.5**

The file"DataBlueTits.csv" contains the variables: 1. Ring (ID code of each individual; the ID consists of a unique combination of numbers and letters), 2. Year (year the individual was caught), 3. Tarsus (a measure obtained on that individual when it was caught, although sometimes this measure was forgotten = NA).

Use this data to:

a) Calculate in how many years the tarsus of each individual was measured at least once using either tapply(), table(), or xtabs() (you can choose which function), c:

times frequency

1 0 40

2 1 1070

3 2 322

4 3 150

5 4 59

6 5 22

7 6 4

8 7 1

where 40 individuals never had their tarsus measured (i.e. they were caught but not measured), 1070 individuals had their tarsus measured in one year at least once, 322 individuals had their tarsus measured in two years at least once per year, etc. TIP: This is easiest done by adjusting your code for step b in the previous exercise.

b) Combine the histograms of the data.frame you made in the previous exercise with the one made in this exercise in the same plot with the same scales, and labelled panels a and b as:
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